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ABSTRACT
This experience report describes the design and implementation
of an undergraduate software engineering course centered around
working with legacy code. Students in this course contribute to a
code base that has been handed down from a previous o�ering of
the same course, and is then passed down to the students in the next
o�ering of the course. We review the literature describing the gap
between students’ preparation coming out of undergraduate com-
puting programs, and the skills they are expected to demonstrate
in entry-level software development jobs. We then describe how
our course seeks to bridge each of those gaps. Finally, we describe
the challenges of delivering a course centered around legacy code
projects, and re�ect on our e�orts to meet those challenges.
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1 INTRODUCTION
Ever since Begel and Simon reported on the struggles of novice
developers at Microsoft [2, 3] in 2008, many authors have followed
up to take note of the ways in which recent computing graduates
often struggle in their �rst software development job. These studies
are often accompanied by suggestions of ways in which software
engineering courses may be modi�ed to help bridge this gap.

In this experience report, we describe our e�orts to implement
many of these suggestions in the context of a 10-week undergrad-
uate software engineering course with enrollments of around 72
students per term. Our course design is centered around a unify-
ing theme: providing students with the opportunity to work with
legacy code. When the course is in steady state, each time the course
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is o�ered, the focus of the course is preparing students to make
contributions to a base of code that has been handed down to them
by the students in a prior instance of the same course.

This design �ows directly from one of the key recommendations
of Begel and Simon’s work, namely that instructors provide students
“a large pre-existing code base to which they must �x bugs (injected
or real) and write additional features”. In this paper, we survey
the related work (starting with Begel and Simon) to characterize
the gap between student preparation and industry needs. We then
describe our design, and ways in which it addresses this gap. We
then re�ect on the challenges of delivering a course in this format.

2 RELATEDWORK
We highlight three areas of related work: (1) work that examines
the gap between students’ preparation and the needs of industry,
(2) work that looks at incorporating legacy code into software
engineering courses, and (3) work that explores design issues in
project-based courses.

2.1 The Skills Gap
Previous work has explored the the gap between student’s prepa-
ration and the tasks they are expected to perform in their �rst
job—and this work has often suggested the very approaches that
we are taking in the course described in this experience report.

In the mid 2000s, Begel and Simon [2, 3] studied eight novice
developers during their �rst six months at Microsoft and concluded
that while “university computer science curricula provide [novice
software developers] with adequate design and development skills,
their communication, collaboration, and orientation skills are not
as well addressed.” They also concluded that “many of the problems
they have typically have a root cause in poor communication skills
and social naïveté.”

In 2013 Rademacher and Walia [25] conducted a structured lit-
erature review examining the areas where “graduating students
... [fell] short of the expectations of industry or academia”. Like
Begel and Simon, they found gaps in students preparation in soft
skills, but they also uncovered gaps in technical preparation as well,
including design, testing, and con�guration management tools.

Exter [10] performed a 2014 study of designers/developers of
educational software, and found gaps in "testing, maintaining code
over time, use of source code control and development tools... com-
munication, critical thinking and problem solving". The participants
in this study suggested that it would help if instructors could "bring
existing large-scale real-world applications and infrastructures into
the curriculum". Exter also noted this (emphasis added):
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One of the more unique �ndings in this study was
the stress participants placed on real-world experi-
ences of signi�cant duration beginning early in the
program and continuing throughout it (larger than
a typical one or two semester capstone). These au-
thentic, large-scale project based experiences would
ideally o�er students the chance to engage with tools
and techniques used in practice, interact with cross-
disciplinary teams, and develop critical thinking and
problem solving skills. Signi�cant structural changes
would be necessary to allow for this type of experience
within most undergraduate programs.

Exter goes on to describe some of the structural changes under-
taken at various institutions: (1) a four-semester long “Software
Studio” sequence [23], (2) a service-learning program that students
can participate in for up to eight semesters [8], (3) a four-year cur-
riculum integrated with work experiences [7]. Later e�orts include
work by Carmichael et al. on four-year curriculum that is integrated
with paid work in industry [5]. Such structure change may be infea-
sible for many programs; we show a way these types of experiences
can be incorporated, at least to some extent, without signi�cant
structural changes to the academic program.

In 2018, Craig et al. [9] reported the results of semi-structured
interviews with recent college graduates, and structured their �nd-
ings around six themes—we use these six themes in Section 4.

More recently, between 2019 and 2021, Groeneveld et al. per-
formed a structured literature review [15], a survey of course syllabi
looking to see which soft skills were taught [13], a Delphi study
to determine what soft skills are valued by experts in Software
Engineering [14], and �nally an analysis of the three prior stud-
ies plus eight follow up interviews to really zero in on the best
characterization of the gap [16]. They identi�ed the three biggest
gaps as: “devoting oneself to continuous learning, being creative
by approaching a problem from di�erent angles, and thinking in a
solution-oriented way by favoring outcome over ego.”

Many other recent papers have echoed this theme of the gap
between students preparation and employers needs [20, 28, 29],
emphasizing that this is far from a solved problem.

2.2 Using Legacy Code in Courses
The Humanitarian Free and Open Source Software Project [4, 21] is
a framework in which students work on real-world projects that ad-
dress humanitarian needs, where the code base may span multiple
course o�erings. This framework o�ers many of the same advan-
tages as the course design we present in this experience report—two
aspects in particular are the use of a real code base that students
contribute to, and an emphasis on authenticity. Indeed, Nascimento
et al. [22] speci�cally looked at whether HFOSS projects help to
bridge the preparation gap for industry, and found that they did.

Another open source project approach, UCOSP [17] matches stu-
dents with open source projects and mentors that are professional
developers. Three pillars of the program are that students work on
real projects, with real users, and are guided by real (professional)
mentors. A study of student surveys from this program shows that
among the elements students value from this approach is the expo-
sure to complex systems, non-green�eld code (legacy code), real

development processes, code review, reasoning about “real, novel
requirements”.

One disadvantage of both the UCOSP and HFOSS approaches is
the need to build and maintain relationships with external stake-
holders (i.e., the consumers of HFOSS software, the professional
developers that maintain the software repositories using in UCOSP).
In addition to being time-consuming, this places additional exter-
nal constraints on instructors. Our approach tries to achieve many
of the bene�ts of these approaches while avoiding some of the
complexities of dealing with external entities.

2.3 Design Issues in Project-Based Courses
Richards [26] presents a literature survey of ten design questions
regarding project-based courses, and suggests that the answer to all
but one (optimal group size) is “it depends”1—as with many complex
designs questions, there are tradeo�s rather than clear prescriptions.
Assessment of software projects is an issue that is particularly
di�cult, and about which much has been written, particularly in
the context of capstone courses [11, 12, 18, 30, 31]. As we discuss
in Section 5, while we have settled on a particular approach to
assessment, we recognize that it has strengths and weaknesses.

3 DESIGN OF OUR COURSE
There are four main principles that guide the design of the course:

• Authenticity: Where possible, we make the software devel-
opment experience as authentic as possible. This includes
mirroring industry practice as closely as possible, and build-
ing software that will actually be used.

• Minimizing Cost: When using professional tools, we try
to limit ourselves to the "free tier" of those tools and/or to
tiers that are free to veri�ed educational users.

• Scalability: Our course enrollments are currently 72 per
o�ering, but we will face pressure to increase enrollments.

• Sustainability: The course should not place undue burdens
on teaching sta� (instructors, grad TAs, and undergrad TAs).

3.1 Course Structure
The course is divided into two phases: a preparation (on-boarding)
phase (typically 6-8 weeks), and a legacy code project phase (typi-
cally 2-4 weeks).

3.1.1 On-boarding Phase. The On-boarding phase is used to intro-
duce core software engineering concepts such as testing and code
coverage, Agile methodologies, and product management, as well as
technical skills for developing web applications, including Java and
React fundamentals. During the on-boarding phase, students work
in the same teams that they will work in during the project phase;
the di�erence is that during this phase, each team is working on the
same assignment, and the assignments are more “exercises” in vari-
ous aspects of backend and frontend web development (typically,
speci�c skills in isolation) rather than authentic applications.

Even though the code itself may take the form of exercises,
we nevertheless begin to gradually introduce aspects of the Agile
methodology throughout the on-boarding phase, including standups,

1Though, after reading Richards’ discussion of group size, it seems that even that also
“depends”.
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the use of Kanban boards, the feature-branch/pull-request (PR)
work�ow, and retrospectives to re�ect on team process.

Instruction during the on-boarding phase uses the �ipped class-
room model; lecture material is the form of either a mini-lecture at
the beginning of a class or made available in a pre-recorded video.
Most class meeting time is devoted to hands-on assignments carried
out in a team context, so that students are able to practice their
communication and collaboration skills.

When the course is o�ered face-to-face (which was true from
2010-2020, and most of the 2021-2022 academic year), we tried to
ensure that the course was scheduled in a classroom in which it was
possible for students to physically arrange themselves into groups.
When teaching was fully remote or hybrid in 2020-2022, we used
Zoom breakout rooms for team work, with one room per team, plus
a number of unassigned "�rst-come �rst-served" breakout rooms;
the latter were used when a team wanted to subdivide further in
order to work on di�erent tasks. Our most recent o�erings have
taken place in a classroom set up speci�cally for group work: each
team sits around a U-shaped table with a large computer monitor
on the wall at one end. This is particularly helpful for hybrid teams;
they can display the Zoom room on the monitor.

3.1.2 Project Phase. The �nal phase of the course is the legacy
code project phase. Course sta� prepare either two or three legacy
code projects, and for each project, they prepare two feature epics.
Each course discussion section has 24 students—four teams of six
students each. Pairs of teams (12 students) in the same discussion
section are assigned a GitHub repository and pair of epics (groups
of related issues) to code in that repository. Students are encouraged
to communicate across teams within their section to coordinate fea-
ture development and remedy bugs and regressions. At least twice
during the project phase, students engage in an Agile retrospective
and agree on a speci�c process improvement that they will try to
implement during the next sprint.

In previous iterations of the course, we constructed one unique
epic per student team to mirror the structure of an actual software
development organization. This hit a brick wall in the Winter 2020
o�ering of this course, when we had two 72-student lecture sections
and 24 student teams. Although we did manage to create 24 unique
epics, it required a level of e�ort on the part of the course sta� that
we recognized as unsustainable. In addition, merging code into the
main branch became a huge bottleneck for the students.

To ensure that our course scales with increasing enrollment,
we now create only two epics per project. While epics are unique
within a discussion section, multiple teams in the course may be
working on the same epic. This has three bene�ts: (1) Workload on
course sta� is reduced. (2) During �nal demos, students are able to
see how di�erent teams approach the same problem. (3) After the
course is completed, sta� can compare each implementation and
construct a composite code base with the best designs as the one
that continues into the next course iteration.

3.2 Project Bootstrapping and Curation
When selecting ideas for legacy code projects, we choose ideas
that are su�ciently functionally complex that students will be able
to continually add new features over multiple years. We focus on
projects where students are the target users; this allows students

to play the role of the customer to contribute new ideas for future
iterations of the product.

Once an idea is selected, course sta� start by building a sepa-
rate minimum viable product (MVP) using the desired tech stack.
This MVP is a bare-bones application that provides the absolute
minimal amount of code needed to demonstrate the stack, while
maintaining a clear, extensible structure for project-speci�c func-
tionality. As our projects are web applications, our MVPs include
features such as OAuth authentication, logging of users in an SQL
database, and sca�olding for getting resources from external APIs.
Recent project MVPs have also included support for component /
API documentation plugins, as well as background jobs to allow for
more complex features. Prior work by Chow et. al. [6] has shown
that students are far more likely to adopt maintenance practices,
such as complete unit test coverage, if the code base starts in a
good state; accordingly, our MVPs include open-source unit testing,
test coverage, mutation testing and linting frameworks. The code
bases we present to students as starting points achieve 100% code
coverage and mutation testing scores, which students are expected
to maintain as they make changes.

3.3 Student Teams
Students are assigned to development teams of at most six students,
and they work in these teams throughout the course. We attempt to
�nalize team assignments before the �rst course meeting so students
can start team activities on day one. We utilize the CATME Team-
Maker software [19] to assign students to teams based on a pre-
survey completed by each student. Criteria used within the pre-
survey include gender—prior work cited in the paper on CATME
suggests avoiding forming teams where an individual is the only
person of their gender—as well as students’ primary operating
system, preferred working style (in-person, hybrid, or online), and
self-assessment of previous Java and React knowledge. Students
are also given the opportunity to express a preference of who they
want to work with—we try to accommodate these requests when
they are mutual and satis�able, but typically, these are with at most
one other person. Thus, even in these cases, there is some degree
to which students do not control the makeup of their teams.

Each student team is also assigned a sta� mentor that is either
a graduate or undergraduate teaching assistant. During the on-
boarding phase, mentors act as the �rst point of sta� contact for
all questions from the team. In the project phase, mentors ful�ll
a more managerial role, answering design-related questions from
students and performing code reviews of PRs.

Team performance over time is assessed using CATME Peer Eval-
uations, where students are given opportunities to anonymously
evaluate the performance of other team members in �ve "teamwork
dimensions" that re�ect the soft skills used in e�ective student
teams [24]. Intermediate peer evaluations conducted before the
end of the course are purely informational—students can give and
receive feedback without impacting a grade. However the �nal
CATME peer evaluation can in�uence each team member’s grade:
an adjustment factor is determined based on the relative student
performance within a team. This adjustment factor is used as a
multiplicative factor in a student’s �nal project grade.
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3.4 Communication Tools
We use Slack as our primary communication tool within the class.
In addition to special topic help channels, each team has one team
channel that they can freely use to hold team discussions, as well
as the ability to send direct messages (DMs) to other students and
the course sta�. After the �rst day of the course, all course-related
announcements are made within the Slack to encourage students to
continuously monitor the workspace for updates. Furthermore, we
set up a dedicated help queue channel for use during instructional
periods, where students can post a help request to request in-person
assistance from course sta�.

We encourage students to use the o�cial class communications
channel (Slack) rather than setting up their own side-channels (for
example, GroupMe, Discord, etc.). We explain that when students
use the o�cial channel, sta� are able to observe and o�er help when
we see that students are stuck on something where we may be able
to o�er a solution. However, this is only an “encouragement”—we
recognize that we are unable to exert control here, and for that
matter, micromanaging a team’s decisions is contrary to the values
of the Agile development process.

During fully-remote or hybrid instruction, to facilitate remote
work, we use Zoom as our video communication platform. We
speci�cally use the Breakout Rooms feature to give each team their
own individual working space within a course instructional period,
should teams have one or more members participating remotely.

3.5 Flipped Classroom
During both the on-boarding and project phases of the class, we use
a �ipped classroom model, with a speci�c strategy: we set aside one
channel of the Slack workspace as a help-queue. There are existing
tools for managing help queues such as [27], however we found
that a Slack channel served our needs well. We mapped particular
reaction emojis to whether a sta� member was addressing an is-
sue, whether it was complete, or whether a sta� member needed
assistance from another sta�member. One nice feature was that we
had the help-queue slack channel displayed on computer monitors
throughout the classroom, which made it easy for course sta� to
see who needed help and to follow up. We were also able to use
the Slack app on our cell-phones to monitor the queue, and take
responsibility for help requests as they arose.

3.6 Tech Stack
Projects in this course focus on full-stack web development us-
ing the Model-View-Controller design pattern. Our project code
bases consist of two main components: a Java Spring Boot back-
end packaged with Maven and a React frontend packaged with
npm. These are both modern, open-source frameworks that are
well-documented, used in many professional products, and have
widespread community support on developer Q&A forums such
as Stack Over�ow. To assist with backend controller development,
we use Swagger UI as a tool for debugging and documenting our
Spring Boot API routes. Similarly, our frontend utilizes Storybook
to design and document React components. Both of these docu-
mentation tools are able to be statically deployed, allowing for easy
testing and collaboration between members. To assist with user

interface (UI) development, we make use of the Bootstrap UI library
to create a consistent user experience across platforms.

Testing is also a large aspect of this course. Our project code
bases utilize JUnit and Jacoco for Java unit testing and coverage,
and similarly, Jest for React component testing and coverage. Ad-
ditionally, we utilize Codecov, an online code coverage solution
integrated with GitHub that provides a uni�ed view of code cov-
erage that can be tracked over time and used to enforce coverage
thresholds at the code review level. Furthermore, we utilize muta-
tion testing to evaluate the quality of student-developed unit tests,
speci�cally, Pitest for Java mutation coverage and Stryker Mutator
for JavaScript mutation testing.

3.7 GitHub
The main development tool used within this course is GitHub.
While GitHub’s core functionality is to serve as a version control
system for project code bases, GitHub has a number of integrated
tools and project management features designed to facilitate the
development work�ow. Issues provides a platform for students
to document new feature requests and bug reports from product
management exercises. Sta� members can further utilize issues
to create feature epics, which are then assigned to teams in the
legacy code phase. In this phase, teams can visualize and track issue
progress in Projects, which provides a column-based project board
similar to Kanban.

When code development is complete, we utilize Pull Requests
(PRs) to facilitate the code review process. We require students
to receive two approving code reviews before any change can be
merged; for legacy code projects, one of these reviews must come
from a member of the instructional sta�. In addition to human
review, we use GitHub’s Continuous Integration/Continuous Deliv-
ery (CI/CD) system, GitHub Actions, to run the project’s unit test
suites and upload results to Codecov, which will enforce complete
coverage through a status check. We additionally utilize Actions to
build and deploy a static Storybook to GitHub Pages. Finally, we
utilize branch protection rules to restrict student push access to
the primary branch, which enforces a sta� review on any student
pull requests. This gives an opportunity for sta� to evaluate every
student pull request for code correctness and ensure professional
development etiquette is followed.

3.8 Deployment
Projects are deployed using Heroku, a cloud platform for deploying
web applications. For each project, we maintain at least two Heroku
applications - one production deployment and at least one quality
assurance (QA) deployment. As more than one team is assigned to
each project in the legacy code phase of the course, every team will
share one single production deployment managed by the course
sta�, while also maintaining individual team QA deployments. The
production deployment re�ects the latest tested and approved code
set to automatically deploy from a repository’s primary branch.
The QA deployment is a production-like test environment that can
be used to validate changes in the code review phase. These two
phases create a simple development life cycle that can facilitate
feature development across multiple teams.
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4 BRIDGING THE GAP
We use the six themes presented in Craig et. al. [9] as a frame-
work for discussing the gap between existing CS pedagogy and
professional development practices. This paper builds on previous
literature outlining common learning barriers for recent graduates
by stating incoming software developers’ shortcomings in terms of
speci�c di�erences between academia and industry.

4.1 What: Well-de�ned vs. Open-ended Scope
Academic assignments in CS courses are often accompanied by
a strict set of requirements to be followed, whereas professional
projects are often ambiguous, with open-ended feature requests.
Our course aims to provide students with an experience of this
ambiguity through a combination of issue grooming exercises and
product management/ownership activities.

Students are �rst introduced to open-ended issues through a
product management activity where they are shown a deployed
version of the project they will inherit in the project phase. As
students are the target users of our legacy code applications, they
are asked to use the app as a normal user and note any issues
encountered or features that would make the application more
valuable. Students are then instructed to share their individual
feedback within their team and consolidate ideas into one feature
document.

These ideas are then aggregated by the course sta� into several
feature epics, which form the basis of the product backlogs assigned
to the students in the project phase. The product backlogs written
by the sta� typically contain a mix of issues that have been well-
groomed with speci�c acceptance criteria (as examples, and to help
students get started quickly), along with higher-level issues that are
more open-ended and deliberately vague. Students must then re�ne
the issue into a speci�c user story with clear acceptance criteria,
while taking into consideration any limitations of the existing code-
base. Through this process, students will come across multiple ways
to approach a feature and will have to juggle design considerations
and their trade-o�s. This may involve a further dive into the code
base or an architectural discussion with a member of the course
sta�.

4.2 When: Short vs. Long Time Span
Academic projects often follow a "one-and-done" approach; they
have a lifespan of a few days or weeks, and upon completion of the
course, they are rarely ever looked at again. Many existing courses
have attempted to address this issue by conducting term-length
(10-15 weeks) green�eld projects, but these are still considerably
shorter than industry projects which often span multiple years.
By contrast, our course project code bases are maintained across
multiple successive iterations of the course.

An initial attempt at establishing such a course structure was to
conduct one initial quarter of student-designed green�eld projects,
and then maintain those as brown�eld projects in future quarters.
We found that student working on their �rst large-scale project
often did not have the necessary design skills to produce a code
base that was maintainable, or to design a product that would be
su�ciently complex to provide a challenge over multiple quarters.

Our current approach, when introducing new legacy code projects,
is the course sta� (instructor and TAs) designs and implements an
MVP with plans for long-term maintenance built-in, including code
structure, complete testing, linting, and documentation, as docu-
mented in Section 3.2. This initial MVP becomes the basis for the
�rst iteration of student work; thus, even from the �rst course itera-
tion, students are working with a legacy code base (albeit a smaller
one than in future iterations). Since sta� are the initial green�eld
developers, sta� are able to create the realistic conditions of work-
ing with a large, matured code base that has constraints on design
and guide students in maintaining these constraints.

4.3 Who: Small Groups vs. Large Teams
Academic green�eld projects are often worked on individually or in
small groups of 4-5 students. However, real-world projects are often
carried out by teams that share a code base with tens or hundreds of
other developers. In our legacy-code based course, students have the
experience of working in a single repository that is shared across
two teams that include 10-12 students. This provides students with
additional experience with the need to communicate across teams
about architectural decisions, and to work to avoid merge con�icts.

4.4 Why: Learning vs. User Needs
Projects in academic courses are typically used to gain hands-on
experience with a particular foundational concept in computer
science. This marks a sharp contrast from industry applications,
which are always designed around addressing speci�c user needs,
which will constantly evolve over time.

We provide students experience with addressing user needs by
intentionally selecting projects where students are the intended
users. Two examples are (1) a web application for searching the
course o�erings of our institution over time, in ways that o�cial
course searches cannot provide, and (2) a simulation game used in
a course in Environmental Chemistry. This allows students to act
as both the customer and the product owner.

4.5 How: Ad-hoc vs. Professional Tools
Because academic projects are often "green�eld" without a need for
long-term maintenance, students are only incentivized to use the
minimal number of tools needed complete the task at hand. Many
courses encourage the use of GitHub, testing, and test-driven devel-
opment (TDD), but usage of such tools is often very shallow (e.g.,
GitHub is often limited to pushing and pulling) and methodologies
are challenging to enforce at an individual level.

We resolve this by incorporating a suite of professional tools to
aid the development of legacy code projects. When choosing our
project tech stack, we look for modern and open-source frameworks
and tools with documented usage in industry. GitHub is taught not
just as a place for housing code; we also take advantage of branching,
issues, pull requests, and a CI/CD pipeline through GitHub Actions.
Furthermore, testing is consistently emphasized as an integral part
of the development process. As discussed earlier, we incrementally
introduce agile practices throughout the on-boarding phase, so that
by the time the project phase begins, students are familiar with
standups, issues, Kanban boards, code reviews, and retrospectives.
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4.6 How Big: Small vs. Large Systems
As most academic projects are small green�eld code bases that are
worked on in small groups, students often follow a mindset that
they must understand all code that they write. Because such code
bases have no intention to be shared, they often lack professional
styling and structure, and authors have little incentive to perform
refactors, practice good design patterns, and write documentation.
These projects are a sharp contrast from industry code bases, which
are often large in size, iterated on by multiple teams in parallel, and
often include code written by developers who have since left the
organization. This often leads to young developers lacking the skills
to read code and start making contributions in industry positions.

This theme serves as the largest motivator for the use of brown-
�eld legacy code projects. By creating projects that are designed to
be iterated on with each successive course, students gain experi-
ence working in code bases where they don’t have full ownership.
There is an expectation for code to be well-maintained through
code styling and thorough testing. Additionally, students can begin
to appreciate the need to adhere to the existing coding standards,
styles, and patterns in the code base so as to keep it maintainable
for future developers.

Students are also forced to acknowledge that it is often not
possible to deeply understand the entire code base and all of its
dependencies in detail; abstraction is essential to success (as in
real-world software engineering).

5 REFLECTION
Course evaluations show that, overall, students are satis�ed with
the course; in narrative evaluations, they frequently mention they
appreciate the relevance of the skills and knowledge in the course
to their future work in the software industry. The main critiques
are that (1) the course is often not as organized as students would
prefer; this re�ects the fact that this course has been a constant
"work-in-progress" over the past ten years, (2) the students wish
they had more time for the project phase of the course.

From the point of view of the instructional sta�, there have been
several challenges:

5.1 Keeping up with the pace of change in
professional software tools

Each year, there are new versions of Spring Boot, React, Bootstrap,
Java itself, as well as dozens of other tools and systems on which
the course depends. This requires updates to course materials and
code. In addition, over the last decade, practices in software de-
velopment in general, and web development in particular, have
changed rapidly.

5.2 Working towards a scalable and sustainable
course structure

This course has been a labor of love for the lead author, and as such
they have been willing to put many extra hours into the design and
implementation of the course. However, in the long-term, it is not
sustainable to put twice as much e�ort into a particular course as
other courses, nor it is reasonable to expect this level of e�ort from
colleagues that may teach the course in the future. The course is

now manageable with 72 students, but due to enrollment pressures,
we will need to scale to many more students in the future.

5.3 Assessment of student projects
Our approach to assessment of the team projects is one we have
not seen elsewhere. The team is responsible, over the course of
the project, for completing 100 points worth of work. They are
given a “backlog” of issues (in the sense used in the Agile software
development methodology [1]). Each time a member of the team
submits a PR to address one of these issues, it is code reviewed, �rst
by a peer team member, and then by a member of the course sta�.
When any/all issues raised in the code review are addressed, the
PR is merged into the main branch, and points are awarded: 5, 10,
or 20. In this way, the team works towards their project grade. It is
feasible for each team to reach 100 points, provided that they plan
their work well, and are able to solve the issues presented to them.
Teams are also encouraged to propose their own issues, or create
issues for bugs they �nd.

One advantage of this approach is that it allows for feedback and
revision, which is often not the case in other computing courses. A
second advantage is that it is authentic, given that code review is
often a feature of real-world software development environments.

One aspect of this method of assessment may be controversial:
our experience has been that nearly all teams routinely put in
the work necessary to reach the grade of 100%. Some seem to
reach that milestone more easily and quickly than others, but they
all eventually get there. Whether this is a feature or a bug is a
matter of educational philosophy about which instructors may
have reasonable disagreements.

5.4 Small, incremental PRs
It is good practice to make small, incremental commits and small,
incremental pull requests. Regrettably, we have found that some
student teams have a tendency to make large, monolithic commits
and PRs. This results in several problems: (1) These are much harder
to code review. (2) These are much more likely to result in merge
con�icts. (3) The merge con�icts that result are likely to be more
complex and di�cult to resolve. (4) It is much more likely that the
various individuals or teams working on the code base will get out-
of-sync with one another in terms of design decisions. All of these
things are also true of real-world software engineering practice, so
this is a valuable lesson for the students to learn. However, students
and instructors alike tend to be happier when this lesson is not
learned through direct experience of the downsides of the wrong
choice.

6 SUMMARY
In this paper we have described the design of an undergraduate
software engineering course based on legacy code. We brie�y sur-
veyed the literature on the gap between students’ preparation and
the skills/knowledge needed for success in the software industry,
and described how this course design can help to bridge that gap.
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